**Literature Review: Using the Microservice Architecture to Support Web Applications in the E-Commerce Industry**

**Introduction**

The rise of computers has facilitated the creation of new industries. E-commerce is one of the largest of these, with its market having been valued at $10.3 trillion in 2020 (Grand View Research, 2020). Software engineering drives this industry, thus good software architecture is critical. Industry and academia have developed various perspectives on the topic of software architecture within e-commerce, having focused on two specific types- monolithic architectures, and microservices. Discrepancies may exist between industry and academia; the aim of this article is to therefore conduct a literature review and develop an understanding of what the current state of the art is, for using microservices to develop e-commerce web applications.

The methodology for this literature review uses engineering focused resources. The overall approach is therefore adapted from the methodology discussed by Torres-Carrión et al. (2018).

To begin the review, research questions are formulated by applying the PICOC and CIMO methodologies (Ermel et al., 2021).

Thereafter, databases are searched for articles directly related to microservices in the e-commerce sector. This literature review uses articles found by searching Google Scholar, the ACM Digital Library, and IEEE Xplore. As this literature review is focused on evaluating current knowledge on the topic, only articles published between 2017 and 2022 are considered.

A thematic analysis is then conducted. To do this, articles are grouped by common themes. Articles on each theme are critically evaluated in relation to each other to establish an overall understanding.

Lastly, findings from the thematic analysis are used to answer the research questions. To conclude the review, research gaps discovered are presented as questions to guide future research.

Research Questions

To determine the research questions by using the PICOC and CIMO methodologies, it is necessary to first frame the questions relative to the predecessor of the microservice architecture, which is the monolithic architecture. The architectures are defined as follows: a monolithic architecture is a software architecture in which an application has all functionality contained in one deployable program, and all required data is stored in one database. In the microservice architecture, functionality is split across multiple deployable programs, with each program having its own dedicated database that isn’t accessed by other applications (Seshagiri et al., 2022). Figure 1 illustrates the differences between the architectures:



**Figure 1:** *A diagram representing a monolithic application compared to a microservice. Rectangles represent deployable programs, while rounded rectangles represent program classes that can’t be deployed independently.*

Based on the above, the following research questions are posed:

**Research Question 1:** How do software engineering practices change in e-commerce when using the microservice architecture instead of the monolithic architecture?

**Research Question 2:** What are the business outcomes for developing e-commerce web applications using the microservice architecture?

**Research Question 3:** When developing a web application for e-commerce using microservices, what functionalities are not handled by microservices when compared to a monolithic application?

**Findings**

Table 1 describes the works found by searching the databases mentioned previously:

| Authors | Agility | Resilience | Performance | Domain Driven Design (DDD) |
| --- | --- | --- | --- | --- |
| Bogner et al. (2019) | ✓ | ✓ | ✓ | ✓ |
| Daraghmi et al. (2022) | ✕ | ✕ | ✓ | ✕ |
| Gan et al. (2019) | ✕ | ✕ | ✓ | ✕ |
| Gördesli & Varol (2022) | ✓ | ✓ | ✓ | ✕ |
| Hasselbring & Steinacker (2017)  | ✓ | ✓ | ✓ | ✓ |
| Knoche & Hasselbring (2019) | ✓ | ✓ | ✓ | ✕ |
| Rudrabhatla (2018) | ✕ | ✕ | ✓ | ✕ |
| Suthendra & Pakereng (2020) | ✓ | ✓ | ✓ | ✓ |
| Wu et al. (2019) | ✕ | ✓ | ✓ | ✕ |

**Table 1:** *Describing articles by highlighting themes discussed per author. A tick means the theme was discussed, a cross means that it was not discussed.*

**Thematic Analysis**

The perspectives of various academic authors are now critically evaluated and compared with industry insights to establish a current perspective on each theme.

Agility

Agility can be thought of as the efficiency and speed with which a developer can update, change, and deploy software- this attribute is typically associated with positive business outcomes such as a shorter time to market (Knoche & Hasselbring, 2019).

Microservices have faster release cycles, which increases agility. Release cycles increase agility because changes are isolated to single services, and these services share no dependencies, thus development on different features can be done in parallel (Bogner et al., 2019; Gördesli & Varol, 2022). In comparison, release cycles for monolithic applications are much slower- simple changes can take more time since dependencies are shared, which requires changes to be made in multiple places (Suthendra & Pakereng, 2020).

However, additional work is required to realise this improvement in agility. Since release cycles increase in frequency with the microservice architecture, automation becomes a necessity to support a faster time to market (Knoche & Hasselbring, 2019). Automation is achieved by implementing continuous integration and continuous delivery, which are the practices of automating the testing and release of version-controlled software. In practice, e-commerce developers use both techniques (Hasselbring & Steinacker, 2017; Knoche & Hasselbring, 2019; Bogner et al., 2019).

Resilience

Fault-tolerance (also known as resilience), refers to the ability of a system to continue functioning despite any damage (Suthendra & Pakereng, 2020). Gördesli & Varol (2022) argue that microservices are naturally fault-tolerant because of their distributed and independent nature: for example, a shipping microservice could stop working, but cart and order microservices would remain functional.

Despite this benefit, other literature implies that additional work is needed to make microservices resilient: Suthendra & Pakereng (2020) state that resilience is only guaranteed if monitoring is put into place, while Wu et al. (2019) use a specific technology (Hystrix) to make their microservices resilient. Knoche & Hasselbring (2019) also recommend using Hystrix, but also discuss design patterns that can be used instead.

Industry perspectives on resilience are positive: an e-commerce developer discussed how microservices would often stop working, but users would not notice this because other services remained functional (Bogner et al., 2019); Hasselbring & Steinacker (2017) affirm this finding. An industry whitepaper from SQLI (2020) recommends using microservices to eliminate single points of failure, which matches the academic definition of resilience. Notably, a monolithic application is a single point of failure, since all functionalities are run in one application- if that application stops working, all business functionality is halted.

Performance

To support the fast pace of e-commerce, microservices in the sector must be fast and constantly available (Gördesli & Varol, 2022). However, e-commerce processes have unique requirements which affect the highest performance attainable. Knoche & Hasselbring (2019) suggested that performance may degrade in microservices due to the need for additional network calls. However, Gan et al. (2019) empirically discovered that e-commerce microservices are more compute intensive than microservices in other domains, such as social networking. This means that, in e-commerce, databases and networking are not as influential on performance as the programming language selected.

The distributed nature of microservices adds additional complexity which further affects performance. For example, orders, payments, and shipping must be processed in sequence for correctness, however, implementing sequential processing across services reduces performance (Gan et al., 2019). Guaranteeing data consistency in microservices also requires sophisticated logic; for example, if payment fails, an order shouldn’t actually be created. The saga pattern can be used to enforce data consistency but the performance impact is noticeable- it reduces the number of orders that can be processed per minute (Rudrabhatla, 2018; Daraghmi et al., 2022).

Despite the above, e-commerce developers feel that performance is generally faster with microservices than monoliths, with one developer noting that their microservice response times were much faster and those microservices could support higher traffic volumes; another developer suggested that the increased performance may improve user experience (Bogner et al., 2019; Hasselbring & Steinacker, 2017). Notably, developers in the field do not discuss the performance impacts of sequential processing and enforcing data consistency.

Domain Driven Design

Domain-driven design (DDD) is a technique that is used to determine which responsibilities to assign to an application by considering functionalities common between business processes (Suthendra & Pekareng, 2020). For example, an e-commerce business using microservices might need to take payments from customers and pay shipping companies, thus DDD would dictate creating a payments microservice to handle these processes.

Notably, DDD within microservices doesn’t cater to cross-cutting concerns, that is, functionalities common across all domains- user interfaces are a key example. Microservices don’t provide user interfaces, rather, these are typically implemented as websites managed separately from the microservices themselves (Hasselbring & Steinacker, 2017; Bogner et al., 2019).

The majority of articles found do not discuss DDD, but it has a clear influence since various authors designed microservices which follow the methodology. Gördesli & Varol (2022) created microservices to manage stock, payments, and orders. Wu et al. (2019) created identical services, with the addition of logistics and account services. Suthendra & Pekareng (2020) were the only authors to state that DDD was used to design their microservices, and they created the same microservices as the other authors, with the exception of payments.

DDD is used extensively in industry, however, its implementation is not as simple as academic scenarios, where one business domain is managed by one microservice. In real-world scenarios, business domains may be so complex that they need to be decomposed into subdomains, or multiple unique microservices need to be created to manage that domain (Hasselbring & Steinacker, 2017; Bogner et al., 2019). In contrast, Knoche & Hasselbring (2019) suggest that microservices in the field are actually designed according to the single responsibility principle, however, no other literature supports this.

Lastly, SQLI (2020) noted that a benefit of using DDD with microservices is that different languages can be used to fit the domain being worked on- for example, Python could be used in a data-heavy domain.

**Conclusions**

With the thematic analysis of current literature completed, the research questions are now addressed:

**Research Question 1:** How do software engineering practices change in ecommerce when using the microservice architecture instead of the monolithic architecture?

Various stages of the software development life cycle change when using microservices: during design, domain-driven design is applied to determine which responsibilities to assign to different microservices. During programming, developers are now free to use different programming languages for each service, however, developers should always apply the saga pattern to enforce data consistency. Monolithic applications prevent the use of multiple languages, although they do not require domain-driven design and data consistency is trivial to enforce since all data can be accessed from any function.

In terms of software releases, release cycles are slower for monolithic software since development is slower due to additional complexity in the form of shared dependencies. When using microservices, however, release cycles are much faster because changes are isolated and development can be done in parallel. Manual release strategies cannot support this pace, so companies must implement continuous integration and continuous delivery.

**Research Question 2:** What are the business outcomes for developing ecommerce web applications using the microservice architecture?

Microservices benefit businesses: faster release cycles speed up the time to market. Profitability improves as well- since microservices have no single point of failure, many business processes in different domains can continue to run even if one microservice stops working, unlike monolithic applications, where a single outage can halt all functionality.

Developers in the field feel that microservices provide increased speed and resilience, which benefits the business by improving user experience. However, it is not known whether the high computing requirements of e-commerce pose a threat to this or not.

**Research Question 3:** When developing a web application for ecommerce using microservices, what functionalities are not handled by the microservices when compared to a monolith?

Microservices don’t provide user interfaces, rather, they only provide backend functionality for e-commerce business processes, split by domain. When using the microservices architecture, a dedicated team would be required to build the “frontend”- that is, the visual storefront and web pages that a customer interacts with to complete tasks. These webpages would, in turn, call the microservices to actually execute business processes. In comparison, a monolithic application would have the webpages and visuals built in, which may make functionality easier to reason about since all procedures are linked together. Since microservices undergo constant change, the frontend team would be required to keep web pages up-to-date with newer versions of microservice interfaces.

**Further Research**

Research gaps were identified during this literature review, which can guide future discourse. Research questions are presented below:

* Is a microservice sufficiently resilient on its own because of its independent nature, or are additions necessary to make it truly resilient? If the latter is true, are resilience technologies and monitoring adequate, or are there other additions to consider?
* Domain-driven design is commonly used. Are there any other design methodologies which should be considered when designing microservices?
* Apart from the saga pattern, are there any other techniques used in the field to guarantee data consistency?
* Microservices in e-commerce are compute intensive due to business requirements and data consistency requirements. Do developers think this harms performance, and if so, do they feel that it is worth finding optimisations in these areas?

Overall, it can be said that the microservice architecture provides clear benefits to e-commerce businesses, and adopting this architecture in a strategic manner will empower future growth.
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